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#install.packages("ROCR")  
library(ROCR)

## Loading required package: gplots

##   
## Attaching package: 'gplots'

## The following object is masked from 'package:stats':  
##   
## lowess

#  
  
  
getwd()

## [1] "D:/Sem2/1. self/dataMininingPredictiveAnalysis/HW/3. HW3"

setwd("D:/Sem2/1. self/dataMininingPredictiveAnalysis/HW/3. HW3")  
getwd()

## [1] "D:/Sem2/1. self/dataMininingPredictiveAnalysis/HW/3. HW3"

#1a  
pref<-read.csv('VoterPref.csv')  
attach(pref)  
  
PREFERENCE <- factor(PREFERENCE,levels=c("For","Against"))  
L\_PREF <- (as.numeric(PREFERENCE)-1)  
  
pref<-cbind(pref,L\_PREF)  
  
  
#1b  
set.seed(123457)  
  
#1c  
train\_ind<-sample(seq\_len(nrow(pref)),size= .7\*nrow(pref))  
train<-pref[train\_ind, ]  
test<-pref[-train\_ind, ]  
nrow(train)

## [1] 700

nrow(test)

## [1] 300

#2a  
fit\_logistic <- glm(as.numeric(L\_PREF)~AGE+INCOME+factor(GENDER), family = "binomial", data = train)  
summary(fit\_logistic)

##   
## Call:  
## glm(formula = as.numeric(L\_PREF) ~ AGE + INCOME + factor(GENDER),   
## family = "binomial", data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.23799 -0.38579 -0.13440 -0.02922 2.81772   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.13300 0.76992 0.173 0.863   
## AGE 0.23953 0.02462 9.729 <2e-16 \*\*\*  
## INCOME -0.13184 0.01268 -10.398 <2e-16 \*\*\*  
## factor(GENDER)M -0.53005 0.27957 -1.896 0.058 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 680.71 on 699 degrees of freedom  
## Residual deviance: 340.35 on 696 degrees of freedom  
## AIC: 348.35  
##   
## Number of Fisher Scoring iterations: 7

predicted\_train\_logistic <- predict(fit\_logistic, newdata = train, type = "response")  
  
tlogistic\_train <- ifelse(predicted\_train\_logistic > 0.5,1,0)  
  
confusion\_m\_logistic\_train<-table(as.numeric(train$L\_PREF),tlogistic\_train)  
confusion\_m\_logistic\_train

## tlogistic\_train  
## 0 1  
## 0 545 22  
## 1 47 86

confusion\_m\_logistic\_train\_probability<-confusion\_m\_logistic\_train/sum(confusion\_m\_logistic\_train)  
confusion\_m\_logistic\_train\_probability

## tlogistic\_train  
## 0 1  
## 0 0.77857143 0.03142857  
## 1 0.06714286 0.12285714

#\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*#  
predicted\_test\_logistic <- predict(fit\_logistic, newdata = test, type = "response")  
  
tlogistic\_test <- ifelse(predicted\_test\_logistic > 0.5,1,0)  
  
confusion\_m\_logistic\_test<-table(as.numeric(test$L\_PREF),tlogistic\_test)  
confusion\_m\_logistic\_test

## tlogistic\_test  
## 0 1  
## 0 225 17  
## 1 24 34

confusion\_m\_logistic\_test\_probability<-confusion\_m\_logistic\_test/sum(confusion\_m\_logistic\_test)  
confusion\_m\_logistic\_test\_probability

## tlogistic\_test  
## 0 1  
## 0 0.75000000 0.05666667  
## 1 0.08000000 0.11333333

#2b. Compute the sensitivity, specificity, accuracy, error rate, PPV, NPV for training data set  
  
accuracy\_logistic\_train<- ((confusion\_m\_logistic\_train[1,1]+confusion\_m\_logistic\_train[2,2])/(confusion\_m\_logistic\_train[1,1]+confusion\_m\_logistic\_train[2,1]+confusion\_m\_logistic\_train[1,2]+confusion\_m\_logistic\_train[2,2]))  
accuracy\_logistic\_train

## [1] 0.9014286

senstivity\_logistic\_train<-((confusion\_m\_logistic\_train[2,2])/(confusion\_m\_logistic\_train[2,1]+confusion\_m\_logistic\_train[2,2]))  
senstivity\_logistic\_train

## [1] 0.6466165

specificity\_logistic\_train<-((confusion\_m\_logistic\_train[1,1])/(confusion\_m\_logistic\_train[1,1]+confusion\_m\_logistic\_train[1,2]))  
specificity\_logistic\_train

## [1] 0.9611993

errorRate\_logistic\_train<-((confusion\_m\_logistic\_train[1,2]+confusion\_m\_logistic\_train[2,1])/(confusion\_m\_logistic\_train[1,1]+confusion\_m\_logistic\_train[2,1]+confusion\_m\_logistic\_train[1,2]+confusion\_m\_logistic\_train[2,2]))  
errorRate\_logistic\_train

## [1] 0.09857143

ppv\_logistic\_train<-((confusion\_m\_logistic\_train[2,2])/(confusion\_m\_logistic\_train[2,2]+confusion\_m\_logistic\_train[1,2]))  
ppv\_logistic\_train

## [1] 0.7962963

npv\_logistic\_train<-((confusion\_m\_logistic\_train[1,1])/(confusion\_m\_logistic\_train[1,1]+confusion\_m\_logistic\_train[2,1]))  
npv\_logistic\_train

## [1] 0.9206081

#2c. Plot the ROC curves for both the training and test data sets on the same graph (distinguishing with different colors). What can you infer from a scrutiny of this graph?  
  
cutoff <- seq(0, 1, length = 100)  
fpr\_train <- numeric(100)  
tpr\_train <- numeric(100)  
  
roc\_table\_train <- data.frame(Cutoff = cutoff, FPR = fpr\_train,TPR = tpr\_train)  
Actual\_train <- train$PREFERENCE  
#Actual\_train  
for (i in 1:100) {  
 roc\_table\_train$FPR[i] <- sum(predicted\_train\_logistic > cutoff[i] & Actual\_train == "For")/sum(Actual\_train == "For")  
 roc\_table\_train$TPR[i] <- sum(predicted\_train\_logistic > cutoff[i] & Actual\_train == "Against")/sum(Actual\_train == "Against")  
}  
  
plot(TPR ~ FPR, data = roc\_table\_train, type = "o",xlab="FPR",ylab="TPR",col="blue")  
abline(a = 0, b = 1, lty = 2,col="red")  
  
cutoff <- seq(0, 1, length = 100)  
FPR\_test <- numeric(100)  
TPR\_test <- numeric(100)  
Actual\_test <- test$PREFERENCE  
roc\_table\_test <- data.frame(Cutoff = cutoff, FPR = FPR\_test,TPR = TPR\_test)  
  
for (i in 1:100) {  
 roc\_table\_test$FPR[i] <- sum(predicted\_test\_logistic > cutoff[i] & Actual\_test == "For")/sum(Actual\_test == "For")  
 roc\_table\_test$TPR[i] <- sum(predicted\_test\_logistic > cutoff[i] & Actual\_test == "Against")/sum(Actual\_test == "Against")  
}  
lines(TPR~FPR,data = roc\_table\_test, type="o",col="green")  
legend(0.4,0.4,c("Training", "Test"),lty=c(1,1), lwd=c(2.5,2.5), col=c("blue","green"))
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#2d.  
pred1<-prediction(predicted\_train\_logistic, train$L\_PREF)  
perf\_train <- performance(pred1, "acc")  
plot( perf\_train , show.spread.at=seq(0, 1, by=0.1), col="blue")

![](data:image/png;base64,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)

pred2<-prediction(predicted\_test\_logistic, test$L\_PREF)  
perf\_test <- performance( pred2, "acc")  
plot( perf\_test , show.spread.at=seq(0, 1, by=0.1), col="green")
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#2e  
max\_accuracy\_train <- max(perf\_train@y.values[[1]])  
max\_accuracy\_train

## [1] 0.91

Cutoff\_train <- perf\_train@x.values[[1]][which.max(perf\_train@y.values[[1]])]  
Cutoff\_train

## 766   
## 0.4625541

#2f.  
flag\_test<-ifelse(predicted\_test\_logistic>0.4212197,1,0)  
flag\_test\_table<-table(as.numeric(test$L\_PREF),flag\_test)  
#flag\_test\_table  
accuracy\_test<-(flag\_test\_table[1,1]+flag\_test\_table[2,2])/(flag\_test\_table[1,1]+flag\_test\_table[2,2]+flag\_test\_table[1,2]+flag\_test\_table[2,1])  
accuracy\_test

## [1] 0.8766667

#3  
#3a  
cost <- matrix(c(0,1,4,0),nrow = 2, ncol = 2)  
cost

## [,1] [,2]  
## [1,] 0 4  
## [2,] 1 0

miss\_cost <- performance(pred1, "cost", cost.fp = 4, cost.fn = 1)  
cutoff\_new <- pred1@cutoffs[[1]][which.min(miss\_cost@y.values[[1]])]  
cutoff\_new

## 13   
## 0.8219539

#3b.  
flag\_train\_table <- ifelse(predicted\_train\_logistic > 0.8219539,1,0)  
flag\_train\_table

## 405 52 467 756 443 187 291 970 814 702 120 557 992 7 596   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 505 106 277 672 323 276 797 142 647 875 394 642 358 782 896   
## 1 0 0 0 0 0 0 1 1 0 0 0 0 0 0   
## 905 59 750 444 8 811 202 16 827 558 554 987 200 497 176   
## 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0   
## 1 796 35 930 914 749 971 595 387 679 165 309 577 643 83   
## 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0   
## 177 542 897 864 904 437 64 862 209 583 356 257 340 178 665   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 417 393 888 194 508 501 350 407 582 459 993 704 860 735 889   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 189 234 271 742 442 164 490 19 512 92 677 482 472 565 977   
## 0 0 0 0 1 0 0 0 0 1 0 0 0 0 0   
## 132 960 266 563 496 755 129 131 261 420 326 502 831 303 241   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 694 117 708 853 288 687 867 917 983 75 919 155 249 72 605   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 41 656 538 13 824 632 239 355 644 395 297 754 33 758 58   
## 0 1 1 1 0 0 0 0 0 0 0 0 0 0 0   
## 697 614 705 191 974 77 367 10 597 292 947 87 217 243 168   
## 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0   
## 481 96 378 69 716 946 805 30 662 714 495 741 95 295 201   
## 0 0 1 0 0 0 0 0 0 0 0 0 1 0 0   
## 503 553 89 957 103 710 579 858 198 494 886 912 318 149 158   
## 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0   
## 521 838 49 620 452 649 608 932 116 302 890 274 769 99 763   
## 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0   
## 806 18 798 870 907 743 840 385 375 130 118 341 379 956 604   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 135 121 62 670 279 661 631 663 125 425 465 57 5 711 569   
## 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0   
## 377 854 232 411 794 79 757 97 31 60 145 724 65 101 479   
## 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0   
## 206 675 240 114 441 617 636 954 594 180 869 306 174 771 461   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 413 267 576 78 253 37 793 871 91 872 921 803 492 474 354   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 328 812 150 143 865 874 828 859 12 686 264 868 449 219 937   
## 0 0 1 0 0 1 1 0 0 0 0 0 0 0 0   
## 799 207 428 46 795 304 684 822 813 585 564 816 124 182 400   
## 0 0 0 0 1 0 0 0 1 0 1 0 0 0 0   
## 601 616 507 781 252 739 1000 34 373 898 352 856 22 821 113   
## 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0   
## 440 21 696 535 93 195 786 847 282 475 29 598 365 473 727   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0   
## 692 27 629 560 924 14 846 701 487 327 693 273 768 285 972   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 933 790 422 20 88 86 419 707 994 259 296 624 286 360 849   
## 0 0 1 0 0 0 0 1 0 0 0 0 0 1 0   
## 668 320 366 345 543 934 751 717 509 115 804 84 269 235 567   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 311 408 559 528 170 736 380 215 183 368 196 48 154 404 674   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 928 4 278 878 730 533 830 943 695 248 338 144 532 547 410   
## 0 0 0 1 1 0 0 0 0 0 0 0 0 0 0   
## 468 386 544 551 439 262 944 2 107 634 774 593 655 169 251   
## 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0   
## 832 204 927 901 715 635 342 280 185 159 357 920 562 747 851   
## 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0   
## 762 247 906 537 918 740 765 651 900 746 775 436 767 685 388   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 381 516 788 100 398 861 607 402 362 721 268 119 916 409 819   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 991 166 464 584 712 809 450 446 637 141 531 984 800 36 996   
## 0 1 0 0 1 0 0 0 0 0 0 0 0 0 0   
## 753 950 456 689 56 915 778 941 477 523 225 275 137 884 639   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 344 725 361 855 24 842 817 949 147 963 223 783 586 432 431   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 401 321 718 438 336 330 764 299 329 26 81 214 654 246 80   
## 0 0 1 0 0 0 0 0 0 0 0 0 0 1 0   
## 913 384 986 499 731 324 534 457 517 455 923 843 820 709 307   
## 0 1 0 0 0 0 1 0 0 0 0 0 0 0 0   
## 975 71 55 733 719 646 39 529 506 581 626 903 980 334 808   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 94 623 539 343 945 426 175 462 648 776 290 810 926 289 484   
## 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0   
## 371 885 70 844 109 737 761 224 606 826 738 190 163 211 152   
## 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0   
## 85 825 396 552 493 641 66 588 298 392 619 541 205 985 127   
## 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0   
## 162 936 669 337 333 50 453 602 348 283 848 530 700 683 74   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 627 953 300 199 748 979 390 591 802 766 186 908 525 752 447   
## 0 1 0 0 0 0 1 0 0 0 0 0 0 0 0   
## 638 688 305 549 976 659 485 399 213 729 17 780 44 339 640   
## 0 1 0 0 0 1 0 0 0 1 0 0 0 0 0   
## 734 807 108 837 578 966 678 791 787 599 469 720 658 834 256   
## 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0   
## 964 134 25 471 965 836 931 316 231 179 105 955 676 161 698   
## 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0   
## 770 233 51 229 978 666 466 435 284 228   
## 0 0 0 0 0 0 0 0 0 1

confusion\_logistic\_train <- table(as.numeric(train$L\_PREF),flag\_train\_table)  
confusion\_logistic\_train

## flag\_train\_table  
## 0 1  
## 0 565 2  
## 1 86 47

flag\_test\_table <- ifelse(predicted\_test\_logistic >0.8219539,1,0)  
flag\_test\_table

## 3 6 9 11 15 23 28 32 38 40 42 43 45 47 53 54 61 63   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 67 68 73 76 82 90 98 102 104 110 111 112 122 123 126 128 133 136   
## 0 0 0 1 0 1 0 0 0 0 0 0 0 0 0 0 0 0   
## 138 139 140 146 148 151 153 156 157 160 167 171 172 173 181 184 188 192   
## 1 0 0 0 0 0 0 1 0 0 0 0 0 1 0 0 0 0   
## 193 197 203 208 210 212 216 218 220 221 222 226 227 230 236 237 238 242   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 244 245 250 254 255 258 260 263 265 270 272 281 287 293 294 301 308 310   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 0 0 0   
## 312 313 314 315 317 319 322 325 331 332 335 346 347 349 351 353 359 363   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 364 369 370 372 374 376 382 383 389 391 397 403 406 412 414 415 416 418   
## 0 0 0 1 0 0 0 0 0 1 0 1 0 0 0 0 0 0   
## 421 423 424 427 429 430 433 434 445 448 451 454 458 460 463 470 476 478   
## 0 0 0 1 0 0 0 0 1 0 0 0 1 0 0 0 0 0   
## 480 483 486 488 489 491 498 500 504 510 511 513 514 515 518 519 520 522   
## 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0   
## 524 526 527 536 540 545 546 548 550 555 556 561 566 568 570 571 572 573   
## 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 574 575 580 587 589 590 592 600 603 609 610 611 612 613 615 618 621 622   
## 0 0 0 1 0 1 0 0 0 0 1 0 0 0 0 0 1 0   
## 625 628 630 633 645 650 652 653 657 660 664 667 671 673 680 681 682 690   
## 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 691 699 703 706 713 722 723 726 728 732 744 745 759 760 772 773 777 779   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 784 785 789 792 801 815 818 823 829 833 835 839 841 845 850 852 857 863   
## 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 866 873 876 877 879 880 881 882 883 887 891 892 893 894 895 899 902 909   
## 0 0 0 0 0 0 0 0 0 0 0 0 1 0 1 0 0 0   
## 910 911 922 925 929 935 938 939 940 942 948 951 952 958 959 961 962 967   
## 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0   
## 968 969 973 981 982 988 989 990 995 997 998 999   
## 0 0 0 0 1 0 0 0 0 0 0 1

confusion\_logistic\_test <- table(as.numeric(test$L\_PREF),flag\_test\_table)  
confusion\_logistic\_test

## flag\_test\_table  
## 0 1  
## 0 238 4  
## 1 37 21

misclassif\_cost\_training <- confusion\_logistic\_train \* cost  
misclassif\_cost\_training

## flag\_train\_table  
## 0 1  
## 0 0 8  
## 1 86 0

sum(misclassif\_cost\_training)

## [1] 94

misclassif\_cost\_testing <- confusion\_logistic\_test \* cost  
misclassif\_cost\_testing

## flag\_test\_table  
## 0 1  
## 0 0 16  
## 1 37 0

sum(misclassif\_cost\_testing)

## [1] 53

#3c  
flag\_train\_table\_new <- ifelse(predicted\_train\_logistic > 0.4625541,1,0)  
  
confusion\_logistic\_train\_old <- table(as.numeric(train$L\_PREF),flag\_train\_table\_new)  
confusion\_logistic\_train\_old

## flag\_train\_table\_new  
## 0 1  
## 0 543 24  
## 1 40 93

flag\_test\_table\_new<- ifelse(predicted\_test\_logistic >0.4625541,1,0)  
confusion\_logistic\_test\_old <- table(as.numeric(test$PREF),flag\_test\_table\_new)  
confusion\_logistic\_test\_old

## flag\_test\_table\_new  
## 0 1  
## 1 21 37  
## 2 225 17

misclassification\_cost\_training\_old <- confusion\_logistic\_train\_old \* cost  
misclassification\_cost\_training\_old

## flag\_train\_table\_new  
## 0 1  
## 0 0 96  
## 1 40 0

sum(misclassification\_cost\_training\_old)

## [1] 136

misclassification\_cost\_testing\_old <- confusion\_logistic\_test\_old \* cost  
misclassification\_cost\_testing\_old

## flag\_test\_table\_new  
## 0 1  
## 1 0 148  
## 2 225 0

sum(misclassification\_cost\_testing\_old)

## [1] 373

#4.  
#Training Data  
actual <- train$L\_PREF  
df\_train <- data.frame(predicted\_train\_logistic,actual)  
df\_train\_sort <- df\_train[order(-predicted\_train\_logistic),]  
df\_train\_sort$Gains <- cumsum(df\_train\_sort$actual)  
plot(df\_train\_sort$Gains,type="n",main="Training Data Gains Chart",xlab="Number of Cases",ylab="Cumulative Success")  
lines(df\_train\_sort$Gains)  
abline(0,sum(df\_train\_sort$actual)/nrow(df\_train\_sort),lty = 2, col="blue")
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###################################################################################  
  
#Test Data  
actual <- test$L\_PREF  
df\_test <- data.frame(predicted\_test\_logistic,actual)  
df\_test\_sort <- df\_test[order(-predicted\_test\_logistic),]  
df\_test\_sort$Gains <- cumsum(df\_test\_sort$actual)  
plot(df\_test\_sort$Gains,type="n",main="Test Data Gains Chart",xlab="Number of Cases",ylab="Cumulative Success")  
lines(df\_test\_sort$Gains)  
abline(0,sum(df\_test\_sort$actual)/nrow(df\_test\_sort),lty = 2, col="green")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAdVBMVEUAAAAAADoAAGYAOjoAOpAAZrYA/wA6AAA6ADo6AGY6OgA6Ojo6OpA6kNtmAABmADpmkJBmtrZmtv+QOgCQOjqQZgCQkGaQtpCQ2/+2ZgC2Zma225C2/9u2///bkDrb2//b////tmb/trb/25D//7b//9v///9NWJj4AAAACXBIWXMAAA7DAAAOwwHHb6hkAAASDklEQVR4nO2dC3ujuBWGndmxPLuts7tOL6Ht0FAn/v8/segG2AaMLkeX4+99nk6zROJg3ogjYSR2F8CaXe4DALRAMHMgmDkQzBwIZg4EMweCmQPBzIFg5kAwcyCYORDMHAhmDgQzB4KZA8HMgWDmQDBzIJg5EMwcCGYOBDMHgpkDwcyBYOZAMHMgmDkQzBwIZg4EMweCmQPBzClccLMb2C8W+tdP80Nrin7/WC5zzfkwt+uvt7ld3NDJmt9+6rgv76tlF6KnoH7Bn6/fbgXvdqfFMlN6kbPlNwj+fDU1j5eHgheip6F+wc1uRvDNCZ+UmTD6nf31GpOqp4eC56MnonDBkv5kWrnNILq1l+Jm4qfVP8jWJUup66889bbMsEHTmaYrNx+n5XULltoaW36Id7HhTcG7kmOQfvM/D7uX33z+gqJRk2BzWZTnqh0a3oxgWbA/7d3QmE2ZcYPdr/nxfJCex19bwWP5MZ6tqn/8ettfxiuH3NbdVvr+dwheZxCsLnW9vKP8Z6/O5fHmEj0xrav17cmWmW6Q6J3chFG/HgT3tdrdTbyZqq1px7rqEKQ1bR6X6HWsYKVWy+tP4HDO5gWbttnqa/pYph2z+ah6RP96EHxSpfaXabyZqrqkOb4xSGs6bxC8jhWshzTq8mf6OOp8Lgq2HaFB8GSD2Z/cgb6m9kLHX4852DTWabxJ1csQdyg5DWL/zCB4HSu4m3SR7SjltCxYnemTPuv2Ej1skJifrODJr+8ET+NNql6GuNd/CiYIBG9j0oKnw1Xbr50RrPpAupVNBE83mFJSgBU8+fW94Mt1P/qukzWUnAaB4G1McvDQbL7+Jk9do7vRt4JlK9pLcaerTtZ0g8IOk7TQya/vBU/imUi3wyRTchoEgrcx6UX3J08NgfoTqJPmcHYVVzc6VBntWpeZbrA7HthPf30neBrvturptgVfR71suJNJSU2CTSKcjEvtJXZIvZOzPjjYmzL/mWwY9jxb/r4FT+Jdpseid3bfHbsSPDnC9NQkWJ893YhUl1qfteEe0s2XDbL0y7u+bDe27203GLSn4+W6/EwOnsQz3H3ZMPaiTZCh5TZ3907TUYFgEAIEMweCmQPBzIFg5kAwcyCYORDMHAhmDgQzB4KZA8HMgWDmQDBzIJg5EMwcCGYOBDMHgpkDwcyBYOZAMHMgmDkQzBw3wfa5/YxzbYAbToJbO2+ru586DcrERfDX26C1fbyOFCgCF8Gfr8P83A4X6UpAC2aOYw42TRg5uBrcetF2VizabzVEHgfvQBpEWsFj4Ci7A48Qm0+0m5HGLPi4OF8dghNBI1j5/fF+NWAK2B3wQQj5L4ngz1e5IpFaL2NpmATBxGi9ZIJPdiy8dKMDgmkR9geiS7RcGwgtuARoBMu16VUT7pZ6WRCcCKJetF0QdPEFGUwF5xnrXmOzrzmizYce+UzE3V0p5P9Y13ohOC75P5W43QDBc3hfHnMf+D0QPEfZR7eEmNsIwTMUfXBL3CZfAwTPUPTBLSAWtkPwDEUf3Dxi6RcQPEPRB+cIBN9T8rHNsJB8DU8ruK7BzjLrep9ZcO4DiIN4VOBZBeeOnwwIZs6TCubg91H21UBwpWzT+6yCGfjdWvA5BFc9EArjSQQnjUaNcClMJPjhDP+kp5yV363J10Aj+PEM/3TnnNkVWTiWJxG8YX5wQsHJIqVAuFYge/DdkP3Bd15+3eHeghldnh2Tr8FDsJx51K7P7X48wz+Z4ERxyPHT6yW4kW9O35vJZQs8nOGf6MTz8etb0V2wTLBd30LD1s+B4ET4CZbzf1sfwanvJbEQLEIq+1yi95+v3z8+X5cv0Wp+sJqelPtGBwPBvsnX4NXJ2r28f72tpGAlWPWfM8/w5+A3sD7ROPho1eYcJnG4hSVCd0Am+HxQgnPe6KhfbwRIxsFltODa/QYmXwPJOFiPgvcX290KietP3YLj6KUbB6ue2MpSlRC8joi1o8TjYPe4BUeoApJxcMy4BUeoApJxcMy4xQYgI1b21bB9JqtWwXH18hVcrd/YO/QR3F+jv380YUu5EwtgcA8rEh6Cu5f3VnayggxTC6bdPQ2CYqfuguXzOPL+VMnDpBr9xk6+Br9xsBRc8hf+FQoWRPv1b8FN0As3IPgaQbVj7xw8PFdHHLfAvVeFZy965W0MkeMWt/PoECVfA8dxcFVjJFq9TAUT7js2gjqAj2DZvQp9Zx2hhJr80uP3hf9FJuICv016ttndG/AbB0tKHAdX5ZY6+2r8xsGSAu9k1eQ3jV6vS7QeAZ8Pa0k4zwz/igSLVIF8OlnypYTr4+BMM/wrEpwMkmFSrvnBlQgWKYMRPfieZYZ/HX5TJV8DyTg4SwuuZHwkEsejGQfnmOFfhd7kfqnGweln+NfhNz1sxsHlC06cfA1E4+DFvdDM8K/gBmUevVTj4KHg4kMBkQVH3RsFIldgomHS2FJTDJPK95sPmu+DTec5VQuG4GV8etHrbdMUkv1nCJbkyr4a7xb86NvCpk/SiQQX7Tev3pBL9OpKdxf1hUMawUV3oEXuA/AX/PAL//PhlzSC4+2KIf6CH9/o+HpbfnY6npVy/YrcByDxFlzMM1mlCs6dfA3+veigmSvxtJSagUXuAzBU/1w0/K5Tu+BC/ZaDs2D1JUNXzNykAgUXknwNroLV0Faug7Yyxo0aN9F+olGWXnfB6vaGXAft4Y2OSHGT7CYeIvcB3OIoWK3ModfIKmJmQ3GCi8NZ8GlY0L0AwfD7EB/BOv0uPS8ZOW6CvUSitOyr8cnBrexBB65lGEVNSX7L1OsuuHt519/1NkFXaHaCRe4DWMJ5HNypm5TnQ9idSnaCi6XmO1ml+BW5D2ANCA6l1ORrgOBARO4DeACR4BQTwOF3CzSCU0wAL/WL4MIgEZxk+mh2v4UnX4OP4IcLgqeYAJ7bbx16vQQ/XhA8RQvOLFjkDb8dd8FbFgRPMAE8dwuuBZ+H7jYsCE4/ARyCt+HfgvMuCJ7Rby3ZV+Odg/0WBI82ATyb4Lr0eveiNz10t/ZoXq2CRaa43hDdyWp2u+P5rx9kr3hHBt4KjWCZnxvVeomGSVkEixxBQ/HpRT98lEM/2PNDCqa50ZHjNmVtydfg0YKbhxlY3wT5+u+FqgXn8Js+ZBT8LtGdfYX7AsNNEJpXvMPvdrxz8Nfb2o2OVjfxbnEs5e0Ii/a7QdOCI8aNVtGbSpOvwedOVvhrsfw9Jfdbt16iXnTMuNe1kl+dReJ40anrmSwkX2eqEgy/7jjPTTpuWukuXtzgSt7Unn011bTg1MMjHnq9Olm/6x504umjiS/PIm04OvwFp13xHenXE1fBzfiVfdDrR0sWLBLGIse/BSeK61neHy7J11BJJyuh32SR0uAh2I6TEubgdP1nkSpQKny+D/7+0e7TrpOFLpY3Pveij5dOPvie7rHZNH6ZJV+D34Pv519/qv8liOtc2BOeen0ffJc9aV6CBX2IPHjkYHmHoznyu0TzxGeY1OxlT3q1Ex11hj/8BkAzDo45w5/8Owau2VdDIjjm/GDq5stbL9GJjjnDn7r50u4+P85f+D987eQlagtG/g2EKgfHmuFPKVgQ7rsYiC6V0Wb40wnmnnwNPneyEj6TReiXbM9l4d2C/Z7YcZ3hTyZYUO24NPwv0asv5Wh7hSoNLz3Yk1vw0+AveK0Jy7lnegZEmGASv0+SfA3+glceutPDpK+3ldW0sgl+Lr0BgtemKNkbHfLRgMIEi+h7LBz/XvTKl0nDjY5mHyQYGTgcohsdRuvyl04QnAiiGx32VtbiOgAZBD9b9tUU/VRlTMHPqdfvkZ3AN+psjhvVb8R9VYXfQ3dp4iIFR8Dvobs0cWMJFpH2UyUeOVgvYUcfN5LfZ02+Bh/BhzSdrDiCRZS91IvPJTrRKjtRBIsYO6mZcjtZ6GJFodxOVrDgJ0++hmI7WaFPQ0OvptRHdkLbrwisz4ZczydTCwaGQgUHRRMhlblR6CU6QDCS7xWJn6rcGDfEr39VlhA9VRkY11+w8K7JFJqnKkPjoosVDZKnKkPj+vlF8p2D5KnK0Bn+PoKhdx6SpypDZ/h7CBbuVZ4DknFw6PxgpOB4kAgOnOEPvxFxFqy/Dj4f1r5SCmzBjoKRfddwFfz5qo3Z/58nbIa/k2DoXcdV8PBi98W3Eprf+s/wd/PrUvgZcRS84eIbHBcpOCaOgjd0n9b3smGG/+ZDEu7xnw9nwWMLprqTtfGQkHw34ZyDh/tXDdEleqvfgODPhKvgYaH3tRXfNyyXFipYbCoF3MfBZuDTrr5VZ/3t0etx0ceKis9jsxveDv3w6fjFuI8PCMnXBapnspZf7r66u8cLaEGvG2U9dLeh+cY9DP7UJhg4UpRg+I1PRYKRfX2oRjD0+lGS4FW/ccM/D7UIBp7UIFjEDf1cFCR4IQKSbxDFCxZx4z4dpQsWccM+H+UIRheLhIIFI/nGoFjB0BuHUgWLuOGel2IEIwXTAMHMKVAwsm9MShE8/Df0xqU0wSJuGFCI4NCVKcESpQiW/4i4IYCkDMHyv5B8SSAS7LjKzg7Nlwoawe6r7AiX3YPtkAgOXWUHxINE8PI08bkJ4Ei+lGRvwdBLC1UO3rrKjnDZLXCHqBcdssoOiEkZ42BARjbBu50QO0BPJsExdo16MetBMPN6EMy8HgQzrwfBzOtBMPN6EMy8HgQzrwfBzOvh3iJzIJg5EMwcCGYOBDMHgpkDwcyBYOZAMHMgmDkQzBwIZg4EM4dKcLfbvby7VdFP1e8dK59//XkVb2tdXc8xppo+e3SPN9Rz/YztXRjXE0skuOsPonM0fP7x7l7581VNgxuqbK1r6rnF/HrrS7TSj1u8sZ7jZ5RvCr0O43xiaQTraWrNg9ek3WBnLLpU7vRk9KHK1rqmnmNM/WLH/qw7xhvqOcZTL4WVb5tz/nwjNILHT+RAu3eu3O2O6pQNVTbWtfV8YsoG5BrP1vOJJwV7xdMQCVZXIsd3TTd/0YnKrbIWbKtsr6vL+MRsJmEc6/nEa/u/C694GhrBOku4JeHPVzlnsTk6VlYfdqiyva6q5xNTTp31iKfqucfr1N+DTzxDOYJNzW8/Ewr2iNnZPpZrvPHNrm6f8evt+0dxgr0u0brm4ZTyEu0cU099d483nTLv+Bllzi/tEu3VydI1f7y7VfbqZF2uBW+PadYZco539eJtx88o/x5K62T5DJP0sXeTMcgmOq9h0tUfxvaYdg0L13i2nmO8++KlDJO8bnSow26OjpU7vxsdthftFPN8sO3QLd5Yz/EzNn2fTDkt7UbH5B6bA00/hDi5VjaX2qHK1rqmnlPMVk+ul+Wc4k3qOX7G++KuJxZfNjAHgpkDwcyBYOZAMHMgmDkQzBwIZg4EMweCmQPBzIFg5kAwcyCYORDMHAhmDgQzB4KZA8HMgWDmQDBzIJg5EMwcCGYOBDMHgpkDwcxhIvjrzUw1WnizsZ6n94B2Zyd5qmWPFl+SXBVsBOsJ9CGC1Zo2Cj1bu/FYoKA82Aj+Rc19DxN8uios106IdoDZYCN4r1Yo6gUrT/0/58Ofr/0193yQEzDPhz8O5gLc6nVuPn//x85MlO/UFlnQTEU1Yv+nZhCbCZzy1+oHU3/cUDZ8BCuxV4LV8nK9M7X0gVyMSM7Dbs0PesEbSddr+nzdDy1YLkw1IGds6yonXdLWHzYUDh/BquFdCT6aufVqkQvZ6HrTOtF29oeLXY6he3m3gsdcLNv5u75k2yU9hvo+K8zkgJFgaepK8Mmk02EVk2Edov4/bzLuZMtUsKTbqSauhU7q12GYkWDZrhYFqy5Y/2+nV1PY3Qru/3P2Et1n3G//liXUyOl0GerbDaXDSfClOW5swZe7PvO0TdtOVp9hx51Imkl9uyHBhwuCleDzj9+k4OPodBSscrDRLxl+uMvB02GSXkdvN9YZCl3vpFxYCe7HNN8/pJf+8nkrWC4/JEW1aq2bic67XrS50aEWeZb1P1/t6pRqvVhTf9hQOLwEq7GPXFX9z7tL9B+HcUEiOXaaNL7OjIzHLWphdnWhVqsWNeqvw6xfZOqPG8qGiWCwBAQzB4KZA8HMgWDmQDBzIJg5EMwcCGYOBDMHgpkDwcyBYOZAMHMgmDkQzBwIZg4EMweCmQPBzIFg5kAwcyCYORDMnP8DlSEg83RIz68AAAAASUVORK5CYII=)